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**PA5: Hash Tables**

**Ian Matson**

**CSCE 221 510**

**1 Theoretical Statement**

**1.1 Single Operation Time Complexities**

**Insertion:**

Linear Probing: *O(1)*

Double Hashing: *O(1)*

Chaining: *O(1)*

**Removal:**

Linear Probing: *O(N)*

Double Hashing: *O(N)*

Chaining: *O(N)*

**1.2 N-Operations Time Complexities**

**Insertion:**

Linear Probing: *O(n)*

Double Hashing: *O(n)*

Chaining: *O(n)*

**Removal:**

Linear Probing: *O(N\*n)*

Double Hashing: *O(N\*n)*

Chaining: *O(N\*n)*

**2 Experimental Analysis**

**Figure 1**

**Number of Elements Inserted vs. Time for Various Hash Table Collision Resolution Strategies**

**Linear Scale**

**Figure 2**

**Number of Elements Inserted vs. Time for Various Hash Table Collision Resolution Strategies**

**Logarithmic Scale**

**2.1 Discussion of Graphs**

As demonstrated in figures 1 and 2, all three collision resolution techniques performed extremely similarly. The most efficient implementation was linear probing, which was somewhat surprising due to the fact this it is also the most rudimentary. Second was separate chaining, and last was double hashing. Because all three were so concentrated in performance, however, it is likely that even small changes in how each strategy was implemented could have a significant change in the outcome of the experiment. Consequently, it is unrealistic to draw widespread conclusions from this experiment, such as “linear probing is the fastest collision resolution method.”

**3 Discussion**

Although all experimental runtimes performed according to their established theoretical runtimes, a few surprising features can be observed. Firstly, linear probing was the fastest when inserting items. Although at first, this may seem counter-intuitive, after the realization that a simple addition is more computationally efficient than nearly all other operations, the results begin to make relative sense.

Interestingly enough, for small values of n, the relative efficiency for each implementation is reversed. Double hashing becomes the most efficient, chaining second, and linear probing third. This is largely due to the double hashing function becoming slightly less efficient after 10000 items. This is likely due to my implementation of the double hashing function and not reflective of double hashing as a whole, as there numerous established double hashing implementations.